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Abstract—Open-source software has emerged as a pivotal
force in the advancement of information technology. Robust
open-source compliance governance is essential for the sustain-
able and healthy growth of both open-source software and
its communities. License incompatibility analysis, in particular,
represents a critical challenge hindering the progress of open-
source software. Traditional methods of incompatibility analysis
often fail to account for diverse usage scenarios or are tailored
to a limited subset of scenarios. This limitation obstructing
their ability to handle the intricate compatibility arising from
varied programming language interactions, leading to a high false
positives. Our study embarks from an examination of license
exceptions, delving into the incompatibility analysis challenges
through extensive empirical research on these exceptions. We
discovered that the majority of exceptions are, in fact, detectable.
Leveraging this empirical insight, our research further develops
the license compatibility analysis model by introducing a new,
refined legal terminology representation alongside a novel method
for license compatibility reasoning. This approach begins with
modeling different scenarios to represent license compatibility
variably. Furthermore, based on these modeling outcomes, we
have designed and implemented LiScopeLens, a tool capable
of discerning dependency behaviors for granular compatibility
assessment, starting with binary dependencies. Our experimental
findings affirm that LiScopeLens proficiently determines the li-
cense compatibility status of open-source software across various
usage scenarios, demonstrating its significant practical utility.

Index Terms—Open Source Software, Open Source Compli-
ance, License, Incompatibility Detection

I. INTRODUCTION

Open-source compliance governance is crucial for the sus-
tainable and healthy development of the open-source com-
munity, with license compliance being particularly critical.
The growing size of open-source software, as shown by a
27% increase in projects hosted on GitHub in 2023 [1],
and its crucial role in driving the development of informa-
tion technology [2], [3], highlight the importance of license
compliance for the long-term viability of the open-source
community. Misunderstandings or incorrect applications of
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open-source licenses by enterprises or individuals can lead to
legal risks [4]. These risks often arise from dependencies on
third-party components with conflicting licenses or changes in
their licensing terms. Numerous studies and real-world cases
have documented the severe consequences of non-compliance,
which range from simple disagreements to protracted legal
battles [5], [6].

Software reliability traditionally denotes software’s capabil-
ity to run as anticipated under predetermined conditions for a
specified duration. This field, encompassing risk management
throughout the software lifecycle, faces new challenges due to
the complexities of modern software supply chains [7]–[11].
Increasingly, open-source security incidents and compliance
issues arise from the extensive incorporation of third-party
dependencies and open-source licenses, posing threats to sus-
tainable open-source development [12], [13]. As a reliability
engineering component, open-source license compliance can
enhance open-source software’s resilience, underscoring the
need for practical license compatibility tools. Recent research
has thus aimed at creating accurate and efficient mechanisms
to face these compliance challenges.

License compatibility checking includes two main steps:
identifying the license used in a project [14], [15] and as-
sessing its compatibility [16]. Historically, most research has
focused on a limited set of widely-used licenses, relying on
predefined compatibility outcomes [17], [18]. Recent advance-
ments have automated the compatibility analysis by treating
licenses as a collection of legal terms [19]. For instance,
LiDetector has significantly improved the handling of custom
licenses by automating the extraction of legal terms. Despite
these advancements, the ability to fully capture the meanings
of complex and ambiguous legal terms remains limited [20].
The compatibility of licenses can significantly vary based on
the usage scenarios of the authorized works. Prior research has
often been limited by assumptions within specific scenarios,
such as specific software development or distribution models,
which hinders the derivation of precise compatibility conclu-
sions from the employed software components.



To solve the above problems, our research starts with an
empirical study focusing on large-scale complex open-source
software in terms of license compatibility. Specifically, we
attempt to answer the following questions:

① What gaps and challenges exist between existing license
compatibility tools and actual license compatibility de-
tection?

② How can a license compatibility checking tool be adapted
to complex scenarios, such as large open-source software
with multi-programming language?

This paper draws inspiration from prevalent issues and
methodologies in compatibility analysis. We have refined the
existing compatibility analysis model to address the complex-
ity of determining license compatibility across diverse scenar-
ios. Our comprehensive approach encompasses the following
components:

• Scope Representation of License Terms (SRLT): This
novel method models the effective scope of license terms,
especially under ambiguous declarations. SRLT aids in
the efficient management of various scenario-specific
license exceptions.

• Compatibility Reasoning Analysis: Leveraging SRLT
and a redefined concept of compatibility, our method
automatically constructs a compatibility knowledge graph
for any given SRLT set of a license. This graph serves
as a valuable tool for subsequent detection in different
scenarios.

• Scenarios Sniffer and Detection Module: The sniffer
senses usage scenarios from projects and verifies whether
they satisfy compatible conditions. Later, the detection
Module evaluates the project’s compatibility according to
the compatibility knowledge graph and usage scenarios.

The primary contributions of this paper are as follows:
1. Our extensive empirical studies on license exceptions un-

cover a major challenge in license compatibility analysis:
sufficient modeling of usage scenarios. We show that a
detailed examination of license exceptions is possible and
valuable.

2. Based on our findings, we introduce a new representation
called “Scope Representation of License Terms” to cap-
ture legal terminology and reasoning about license com-
patibility. This method accurately models the complex
conditions that determine license term applicability.

3. We have developed LiScopeLens, a tool to detect de-
pendency behaviors and conduct thorough compatibility
checks for C/C++ usage scenarios. This work has been
made open-source1.

II. BACKGROUND

A. open-source License

An open-source license grants the rights to use, modify,
and distribute software, along with specific obligations and
restrictions. The Linux Foundation lists over 700 licenses, each

1https://gitee.com/openharmony-sig/compliance license compatibility/

uniquely identified by a with an unique Software Package Data
Exchange (SPDX) identifier, which is a key component of the
SPDX specification designed to help distinguish every license.
In this paper, we refer to licenses by their SPDX identifiers.

Software licenses can be classified based on their location
within a project:

• Project License: These licenses, defined by the authors or
maintainers, are located in LICENSE files or equivalent
documentation at the project’s root.

• File License: Licenses within a project’s code files.
Another classification is based on the method of declaration:
• Embedded License: The license text is directly embed-

ded within the source code. Common examples include
MIT and BSD-family licenses.

• Referencing License: This license type includes a link to
the original license text, authorizing code use. A common
example is the GPL license.

Regarding restriction levels, open-source licenses are cate-
gorized as either Permissive or Copyleft [21]. Copyleft licenses
prevent the software from being proprietary, whereas Permis-
sive licenses do not. Platforms such as tldrlegal2, chooseli-
cense3, and Openeuler [22] represent licenses through acces-
sible terms like Commercial Use, Same License, and Patent
Use, thus lowering barriers to understanding for developers
and facilitating automated analysis. However, the complexity
of these terms limits the effectiveness of detailed automated
analysis. In addition, the coexistence of multiple and custom
licenses within projects also complicates their management.

B. Conflicts in open-source License

According to previous work, the compatibility of open
source licenses is determined: if license la is compatible with
license lb, then lb may be combined or relicensed without
breaching the terms of la. If not, then li and lj are deemed to
be in conflict [23], [24]. Typically, Permissive licenses can be
compatible with stricter ones [25], [26]. However, this is only
sometimes the case. For example, although lb may be more
restrictive than la and confer no extra rights, specific licenses,
such as GPL-2.0 and GPL-3.0, may still be incompatible.
Identifying license conflicts requires substantial legal expertise
to achieve reliable outcomes.

In enhancing security compliance within the open-source
software supply chain, automated tools for detecting license
compatibility have become increasingly necessary. Previous
works have combined expert knowledge with license detection
tools to determine compatibility [12], [27], but the license
exceptions and the customization of licenses compromise their
reliability. Recent developments [16], [20], [28] have leveraged
structured license data to enhance these tools’ analytical ca-
pabilities. However, the limited granularity of the constructed
data and insufficient depth in exploring compatibility scenarios
lead to these tools often missing the detection of potential
conflicts that do not surface explicitly [29]–[31].

2https://tldrlegal.com/
3https://choosealicense.com/



C. Motivating Examples

In this study, we examine the persistent challenges of com-
pliance in large open-source environments. Current methods
for analyzing software licenses fail to identify compatibility
issues across various usage scenarios accurately. For example,
is there a need for compatibility assessment across different
projects? What interoperability methods make license compat-
ibility assessments necessary when file-level and project-level
licenses coexist? Following a systematic license analysis, we
engaged with legal experts from the open-source community
to address compatibility governance. This collaboration helped
us identify examples demonstrating the difficulties in current
compatibility analysis and why existing tools are not practi-
cally useful.

1) Exception Terms and Custom License: License incom-
patibility is complex due to varied legal rules and scenarios and
because these provisions evolve over time. Users frequently
alter licenses, either by appending conditions to restrictive
ones or crafting new ones, to safeguard their rights and
clarify legal uncertainties. Such modifications can significantly
impact compatibility with other licenses. The presence of
exception clauses and custom licenses makes it impossible to
develop universally applicable compatibility tools based solely
on empirical data. Previous studies, such as [16], [20], [28],
focused on semi-structured license clause features but did not
systematically address these exceptions and custom clauses.

2) Automated Reasoning for Compatibility: Due to ex-
ception clauses and custom licenses, dynamic compatibility
reasoning is essential for automated analysis. The structured
license description methodology can accurately determine
compatibility between two licenses based on a set of char-
acteristics encompassing rights, obligations, and constraints.
Despite significant efforts in license compatibility research,
achieving reliable automated reasoning from structured li-
censes remains challenging. In the industry, organizations like
CreativeCommons4, SPDX5, and openeuler [22] have taken
significant steps to structure license descriptions. However, a
fully effective structured scheme for automated compatibility
reasoning has not been established under the nuances of
license compatibility. For example, limitation by structured
granularity and reasoning rules, the compatibility detection
tool by Xu et al. [20] fails to recognize conflicts caused by
the cc-by-nd-4.0 license.

3) License Conditional Compatibility: License compatibil-
ity is inherently directional and may exhibit what we term
“conditional compatibility.” Directional compatibility often
indicates potential conflicts between licenses, which usually
arise in one license or can be mitigated under certain con-
ditions. For instance, a project under Apache-2.0 can only
incorporate LGPL-2.1-only licensed work through dynamic
linking due to the former’s patent licensing and termination
clauses, which otherwise conflict with LGPL’s commitment
to software freedom. Additionally, the compatibility of a

4https://wiki.creativecommons.org/wiki/License RDF
5https://github.com/spdx/license-list-data

license may vary based on the project type. For example,
C/C++ projects, which bundle different licenses in binary
distributions, are more prone to compatibility issues than
Python projects. Therefore, assessing license conflicts requires
consideration of the specific usage context. Current literature
and tools often provide an ambiguous definition of license
compatibility, and it is necessary to address its conditional and
directional nature systematically. The osdal-matrix’s findings
[32] illustrate directional compatibility differences but need
more practical application for real-world assessment.

In conclusion, it is essential to comprehend the nuances of
license compatibility across diverse usage scenarios to develop
practical license compatibility testing tools.

III. EMPIRICAL STUDY

A. Reseach Questions

This empirical study aims to comprehend the limitation
of prior knowledge of license compatibility and leverage
license exceptions to explore the impact of usage scenarios.
Most current detection tools rely, in particular, on preexisting
knowledge of license compatibility. We seek to assess whether
these preexisting conclusions adequately support practical sce-
nario detections, pinpoint the license compatibilities needing
manual intervention, and determine the number of license
combinations identifiable via automated methods based on
current understanding. To this end, we present the following
research questions centered around license exceptions:

• RQ1: Are the conclusions drawn about license compat-
ibility adequately usable in practice? Additionally, are
there established mechanisms for managing exceptions
to these licenses?

• RQ2: How common are exception clauses in the wider
open-source community and large-scale open-source sys-
tem projects?

• RQ3: What proportion of real-world license exception
compatibility issues could theoretically be identified by
automated methods?

B. Study Objects

For RQ1, we conducted a comparative analysis of existing
resources, including Openeuler’s compatibility table6, LCV-
CM [18], and OSADL-matrix [32]. We evaluated their usabil-
ity primarily based on their ability to account for conditional
compatibility, such as the LGPL-2.1-only license under dy-
namic linking conditions. Additionally, we examined whether
these resources consider various usage scenarios, including
different programming languages and distribution methods.

In addressing RQ2, we engage with the OpenHarmony7

project and a large dataset from Software Heritage [33] to
survey and analyze the prevalence and types of exception
licenses. We rely on Software Heritage for direct provision
of scancode [34] results. For OpenHarmony, we utilize the

6https://compliance.openeuler.org/compatiableTable
7https://www.openharmony.cn/



scancode tool to conduct a detailed license analysis across its
entire codebase and selected projects.

For RQ3, we focus on 66 specific exception licenses listed
by the SPDX organization, exploring whether their exception
conditions can be automatically detected. This task is per-
formed in collaboration with legal experts and active members
of the open-source community.

C. Methods and Results

Fig. 1. Heatmap of inconsistent distribution of license compatibility.

1) RQ1: In our study, we evaluated the compatibility of
120 licenses and identified conflicts in 40 of them. The Fig
1 illustrates our findings: The horizontal and vertical axes in
the figure represent licenses, with black blocks indicating in-
consistent prior knowledge of license compatibility among the
three research objects and light blocks indicating consistency.
We discovered identified inconsistencies in 496 out of 14,280
possible license combinations. Notably, 4,450 combinations
were excluded due to the lack of relevant prior knowledge on
the part of a specific research subject.

In addition to these inconsistencies, the discussion on
licenses with scenario-dependent compatibility needs to be
revised. Conclusions drawn from narrowly defined scenarios
frequently offer limited utility. For instance, advice for com-
binations like lcv-cm and osdal-matrix is vaguely summarized
as ‘Check dependency.’ In contrast, while Openeular’s inves-
tigation into 48 licenses, considering source code and library
interoperability, yields specific compatibility conclusions, it
overlooks a systematic examination of license exceptions.

2) RQ2: To improve our understanding of the license ex-
ceptions in real-world cases, we conducted a detailed analysis
of large open-source systems like OpenHarmony. We used
Scancode, a renowned license scanning tool, to track and
evaluate the distribution of licenses, focusing on those with
exception clauses and potential incompatibilities.

TABLE I
THE LICENSE EXCEPTION DISTRIBUTION STATISTICS

Data Sources Licenses Exceptions Non-standard
ExceptionsTotal Type Total Type

OpenHarmony 13819 135 190 20 196
Software Heritage 7503060 1573 66800 130 302044

This study analyzed 972 repositories within the OpenHar-
mony open-source community, focusing on the distribution of
open-source licenses. The findings, detailed in Table I, reveal
the frequency of standard licenses and exceptions. In addi-
tion, our analysis extends to non-standard license exceptions,
identifying their occurrence in the dataset. In OpenHarmony’s
repository, standard license exceptions constitute 1.37% of
all licensed documents, a figure that drops to 0.89% in the
broader software heritage dataset. When accounting for non-
standard exceptions, these numbers increase to 2.79% and
4.92%, respectively. This variation reflects the differing license
restrictions and the scope of repositories analyzed.

During the extended development and maintenance phases
of large systems, the complexity of system components can
increase, particularly as they adapt to new requirements and
technologies. Despite the low frequency, license exceptions
pose significant challenges. For example, in systems developed
with C/C++ or similar languages, the compiled binaries, linked
from various source codes, inherit the licensing constraints of
these sources. Tools that check compatibility may likely flag or
report conflicts, such as the coexistence of LGPL-2.1-only and
Apache-2.0 licenses, unless the tool overlooks the file license.
Developers then manually verify each of these conflicts, which
is labor-intensive.

Exploring RQ1 and RQ2, we discovered that compatibil-
ity assessments typically neglect license exceptions, causing
inconsistent findings across identical license combinations
and reducing their applicability in practical scenarios. Further
research indicates that despite the relative rarity of license
exceptions, the occurrence of license exceptions introduces
substantial governance difficulties, significantly hindering ef-
forts to enforce license compliance.

3) RQ3: License exceptions typically arise from specific
changes in the rights and obligations granted by a license
under certain conditions and are crucial in the final step of
license compatibility analysis. Identifying these exceptions
and their trigger conditions enables the development of tools
that effectively meet real-world needs. Among the 66 license
exceptions listed by SPDX, we collaborated with legal ex-
perts to analyze their clauses. Our goal was to ascertain
the feasibility of automatically detecting the conditions for
these license exceptions. The criterion for our analysis was
whether the trigger condition in license exception terms could
be extracted solely from the work. Our findings indicate that
64 out of the 66 exceptions have identifiable conditions despite
some being vaguely defined. Interestingly, understanding these
vague conditions requires little legal knowledge.



TABLE II
COMPREHENSIVE COMPILATION AND CATEGORIZATION OF LICENSE EXCEPTIONS

Exception Type Licenses SPDX ID Effective Conditions Base License

Exception
Relicense

CLISP-exception-2.0 Packages not part of CLISP GPL-2.0

GCC-exception-2.0, GCC-exception-2.0-note,
GNOME-examples-exception, eCos-exception-2.0,
GCC-exception-3.1

Specified file GPL-2.0

Autoconf-exception-macro, Autoconf-exception-2.0,
Autoconf-exception-3.0, Bison-exception-1.24

Program Output GPL-2.0

Font-exception-2.0 Font GPL-2.0

FLTK-exception Subclassed from FLTK widgets LGPL-2.0

389-exception, GPL-3.0-interface-exception, freertos-
exception-2.0, u-boot-exception-2.0

Approved Interfaces Various

PS-or-PDF-font-exception-20170817 Postscript AGPL-3.0

Bison-exception-2.2 Combined work GPL-2.0

Bootloader-exception, LZMA-exception, mif-exception,
GPL-3.0-linking-source-exception, Classpath-exception-
2.0, GNU-compiler-exception, gnu-javamail-exception,
GNAT-exception

Dynamic/Static linking GPL-2.0

Swift-exception Compile/embed Apache-2.0

freertos-exception-2.0 FreeRTOS communication GPL-2.0

Exception
Compatible

cryptsetup-OpenSSL-exception,
x11vnc-openssl-exception

OpenSSL GPL-2.0

GStreamer-exception-2008, GStreamer-exception-2005 GStreamer plugins GPL-2.0

Gmsh-exception Specified combined code GPL-2.0

In our analysis, we classified license exceptions into four
categories, acknowledging that these categories are not strictly
separate; exceptions may serve multiple functions simultane-
ously:

1. Exception Relicense: This category involves changes
to the rights, obligations, or restrictions under specific
conditions. These changes may affect one or several
clauses of the original license.

2. Exception Remediating: These exceptions address re-
medial actions following significant license violations,
aiming to prevent disputes from escalating into legal
actions.

3. Exception Compatible: The licensed work can be com-
patible with a particular type of work, a specific license,
or a named project in this type of exception.

4. Exception Refine: Focuses on clarifying the original
license to mitigate compliance risks due to ambiguous
terms.

In addition, our analysis extends beyond classification to a
detailed examination of 35 excluded clauses and their respec-
tive exception conditions, presented in Table II. Base License
refers to the original license affected by these exceptions. The
Effective Conditions column shows the trigger conditions
of the exception. Critical conditions include Specified File,
activating the Exception for specific file interactions; Program
Output, for exceptions triggered by program output; Approved
Interfaces, for interaction via specified interfaces; and Dy-

namic and Static Link, for exceptions applied during dynamic
or static linking.

In answering RQ3, we found that key information for
identifying compatibility issues, such as clauses affecting
compatibility under certain conditions, is mainly found in
source code, configuration files, or the status of objects during
compatibility checks. Coupled with our RQ2 findings, this
underscores a significant problem: License exceptions and
license authorization work in different usage methods will
directly affect the compatibility of the license. Unfortunately,
previous research did not fully consider these problems.

IV. RESEARCH METHOD

A. Notations

This paper presents a formal framework to describe the
structure and implications of software licenses, defining key
notations as show in Table III.

B. Problem Statements

According to RQ2 and RQ3, licenses exhibit varying com-
patibility based on different usage scenarios. The customiza-
tion and exceptions within licenses make using a license as
the smallest unit for compatibility analysis impractical. Thus,
license compatibility tools must be capable of automatically
inferring compatibility with other licenses under various usage
scenarios by analyzing a collection of license terms char-
acteristics. A knowledge base that includes scenario-specific
compatibility findings is crucial for developing tools that adapt



TABLE III
SUMMARY OF NOTATIONS

Symbol Description

tk A single license term.

la A license represented by a set of terms
{ta1 , ta2 , . . . , tan}.

Tcan Category of authorization terms.

Tnot Category of prohibition terms.

Tmust Category of obligation terms.

Tspecial Category of special terms introduced in this study.

tk∈Tcan Expression indicating tk is an authorization term.

(la,lb) Direct, unconditional compatibility between la and lb.

⟨la, lb, Sa⟩ Conditional compatibility based on satisfying Sa.

Gp = ⟨V,E⟩ Gp represents the project, nodes V may include source
code and dependency libraries, and edges E represent
the interoperability of nodes.

to various usage scenarios. Such detailed analysis not only
aids in current compatibility assessments but also prepares the
framework to accommodate new licenses and exceptions.

To address the above issues, we propose a new definition of
compatibility that more accurately reflects various scenarios.
We have refined our understanding of license compatibility,
conflict, and condition compatibility as follows:

Definition 1: License la is unconditionally compatible with
lb if no conflict exists between their terms.

Remark 1: Traditional compatibility definitions confuse the
conflict between license terms and compatibility in specific
usage scenarios, meaning one-way compatible licenses often
have conflicts in terms. At the same time, they may be
compatible with specific usage scenarios. Considering actual
usage or distribution, any one-way compatible licenses can
lead to compliance problems. It is easy to prove that the un-
conditional compatibility relationship defined in this article has
no direction, which means that the license for unconditional
compatibility does not have any legal conflicts in any scenario.

Definition 2: License la is conditionally compatible with lb
if la conflicts with lb but the conflict can be avoided under
specific conditions.

Remark 2: According to conditional compatibility, all con-
flicting licenses must have a defined, non-empty resolution
scope to avoid actual conflict, rendering them conditionally
compatible. If multiple clauses conflict, conditional compat-
ibility is achievable only if there is a non-empty intersec-
tion among all resolution scopes. In such cases, the derived
conditions represent the overlapping scope. Ideally, the differ-
ences in license terms for various usage scenarios should be
indicated on the directed edges of conditional compatibility,

ensuring that conclusions about license term compatibility are
applicable in practical scenarios.

Definition 3: If License la is incompatible with License
lb, then conflicts between la and lb cannot be avoided for
work authorized under la.

Remark 3: Under this definition, a set of licenses is in-
compatible if conflicts arise in all interactions among them.
Conversely, any condition allowing for compatibility suggests
potential compatibility within the set.

Finally, to analyze license compatibility in complex scenar-
ios, the process can be defined as follows:

• Input: A code repository P , including its file directory
structure and dependency graph Gp = ⟨V,E⟩.

• Output: A conflict graph GI illustrates the relationships
between incompatible licenses in the repository.

C. Approach Overview

The empirical studies in section III highlight three main
challenges in license compatibility:

• Different licenses demonstrate diverse compatibility char-
acteristics depending on the programming language and
dependency behavior.

• License exceptions commonly not considered by conven-
tional compatibility checking tools modify the fundamen-
tal nature of license compatibility.

• Existing structured approaches fail to incorporate specific
usage scenarios and exception clauses, resulting in flawed
compatibility judgments.

To bridge these gaps, this study proposes LiScopeLens, a
novel license compatibility checking method that includes:

1. A model for representing license terms scopes (SRLT);
2. SRLT-based inference rules and a compatibility knowl-

edge graph tailored to usage scenarios;
3. A scenario sniffer module and a project-specific license

compatibility checker operate under defined compatibility
conditions.

The LiScopeLens workflow, depicted in Fig 2, starts by
gathering structured SRLT data to analyze the scope of
terms for licenses la and lb, determining if conflicts can be
preventively avoided. The compatibility reasoning module uses
this data to infer compatibility, illustrated through the rela-
tionships among license nodes, where the relationships store
the conditions for compatibility. The scenarios sniffer checks
for compliance with the predefined conditions in the code
repository. The final step involves the license compatibility
checker, which combines information from the behavior sensor
and the knowledge graph to confirm the presence or absence
of conflicts.

1) Scope Representation of License Terms: We introduce
a new feature representation method named Scope Represen-
tation of License Terms (SRLT), which builds on structured
information from licenses to ensure accurate compatibility of
conditions at the term level. During the compatibility analysis,



Fig. 2. LiScopeLens: compatibility detection method logical overview.

SRLT advances previous structural approaches by precisely
defining the scope of license conflicts and examining potential
conflicts beyond this scope.

Determining the effective scope is challenging due to its
dependence on specific definitions and statements within the
license terms. In practice, many license terms are unclear
and do not encompass all potential scenarios, often requiring
subjective explanation by experts. This paper introduces the
SRLT method, simplifying the effective scope into applica-
tion scope and out of application scope. Specifically, the
scope of a license term can be formally defined using the
formula S(t) = A(t) ∩ O(t), where A(t) includes scenarios
covered by the license and O(t) includes excluded scenarios.
The terms are effective when the authorized work falls within
A(t) but not O(t). Conflicts between A(t) and O(t), indicating
overlapping definitions, are beyond this discussion’s scope.

The distinction between A(t) and O(t) effectively resolves
ambiguities in many license terms. For instance, consider a
license term tk within license la, where the scope is unclear
and the O(t) is not specified. In such cases, A(tak) = U and
O(l) = ∅, indicating that all conditions are considered within
the scope. This setting aligns the effective scope of SRLT with
conventional structuring schemes, maintaining consistency
even when expert validation is absent, ensuring that outcomes
do not deviate from established methods. Conversely, for a
term tk in license lb that explicitly excludes ‘dynamic linking,’
we define A(tbk) = U and O(tbk) = {‘dynamic linking’}. To
determine the overlap in scope between licenses la and lb for
tk, one should calculate S(tak)∩S(tbk), simplifying to S(tbk). If
tak is permitted under la but not under lb, it signifies a conflict
but also indicates a potential for conditional compatibility,
depicted as ⟨lb, la, tbk⟩.

The functions A(t) and O(t) clarify the effective scope of

license terms and enhance the granularity of term expressions,
facilitating compatibility assessments based on standard rules.
Compatibility is determined by whether the effective scopes
overlap. The calculations for scope compatibility, as shown in
Equation 1, are performed separately for the sets A(t) and
O(t). For intersecting scopes, the computation is:

S(tak) ∩ S(tbk) = (A(tak) ∩O(tak)) ∩ (A(tbk) ∩O(tbk))

= (A(tak) ∩A(tbk)) ∩O(tak) ∪O(tbk)
(1)

We can convert the outcome of Equation 1 into the standard
S(t) format, but this method fails with set unions or subtrac-
tions. A binary relationship format resolves these problems by
representing the S(t) as a set of binary ordered pairs:

S(tk) = A(tk)×O(tk)

= {< x, y >| x ∈ A(tk) ∧ y ̸∈ O(tk)}
(2)

For any clause tk, the intersection and negation operations
are defined as follows in its effective range S(tk):

S(tk) = {< x, y >| x ̸∈ A(tk) ∨ y ∈ O(tk)}
= U ×A(tk) +O(tk))× ∅

(3)

S(tak) ∩ S(tbk) = {< x, y >| x ∈
(A(tak) ∩A(tbk)) ∧ y ̸∈ (O(tak) ∪O(tbk))}

(4)

In addition, S(tk) also has the following properties to ensure
the simplicity of the final calculation result:

Anti-reflexivity: For ∀ < x, y > if x = y then <
x, y ≯∈ S(tk). According to the definition, the area where
A(t) and S(t) intersect is meaningless. There is also an
extend ∀x∀y ¬(⟨x, y⟩ ∈ R ∧ ⟨y, x⟩ ∈ R), which means
that the intersection of two opposite valid ranges creates a
contradiction and is meaningless.

2) Compatibility reasoning based on SRLT: SRLT provides
essential information support for defining the effective scope
of terms necessary to develop compatibility tools with scenario
judgment capabilities. Subsequently, we introduce automated
compatibility reasoning rules based on SRLT and new com-
patibility definitions. SRLT not only vertically refines the
existing structured clause framework to enhance the analysis
of complex license terms but also horizontally expands this
framework. This expansion is evident in two main areas:

1. Beyond the basic CAN, CANNOT, and MUST categories,
we introduce special clause features to address various
exceptions.

2. We are the first to consider how individual clauses
manifest different compatibility phenomena depending on
their categories during the compatibility analysis.

This study introduces the fourth category Tspecial, which
primarily handles exceptions and exhibits two distinct char-
acteristics:

Triggering: Certain terms or restrictions, which become
effective under specific conditions, can impose corresponding



Fig. 3. LiScopeLens: Compatibility reasoning based on SRLT overview.

constraints once triggered. These clauses enhance compatibil-
ity in licenses with restrictive requirements. For instance, un-
like in earlier versions, the GPL-3.0-only license has become
compatible with Apache-2.0 due to such clauses.

Relicense: Triggering specific terms can effectively reau-
thorize the original license with new characteristics, e.g.,
classpath-exception-2.0, which, under specific conditions,
gives up all rights and obligations of the original license. It is
important to note that ‘relicense’ implies that the work, when
used under the defined conditions, should be considered for
compatibility under a new license. However, it does not alter
the original license’s terms.

We further categorize the characteristics of SRLT terms
itself as follows:

Compliance Requirement: When a clause tk in la requires
that lb imposes specific rights, obligations, or restrictions on
a designated object that must be a subset of another corre-
sponding set of clauses in la, we say that tk has a compliance
requirement. The “cannot impose further restriction” feature is
an instance of this compliance requirement that prior studies
have not considered.

Immutability: This attribute applies to licenses that restrict
any alteration of the work to all extents. The “Cannot” clause
collection flags the “modify” action when it is present.

Extending from the above structural features, the pseu-
docode for the inference rule is shown in Algorithm 1.

In our approach, we assess the compatibility of licenses,
each characterized by a set of SRLT features, through pairwise
comparison within the license set. The compatibility analysis
is structured into four sequential stages as depicted in Fig 3.
Initially, we identify any immutable licenses deemed incom-
patible with all others. If there is no immutability, we proceed
to the compliance requirement check. This involves verifying
if a license la mandates inclusion of its action set of type T
by another license lb, checking S(Ta) ⊇ S(Tb). Failure to
meet this criterion results in a declaration of incompatibility;
otherwise, the analysis advances to the routine inspection. The
core of this inspection is to evaluate potential conflicts between
the rights and obligations specified by one license and the
restrictions imposed by another. Unresolvable conflicts lead to

Algorithm 1: Reasoning license compatibility based
on SRLT
Input: License set L = {l1, l2, . . . , ln}
Output: Compatibility graph G

1 Procedure InferCompatiblityGraph(L):
2 Initialize an empty graph G;
3 Initialize an empty array Exceptions;
4 for la, lb ∈ Product(L,L) do

// Product is the Cartesian
product of a set

5 Scondition ← ∅, f lag ← false;
6 if la = lb then continue;
7 if ∃t = relicense, t ∈ Tspecial(la) then
8 Insert (la, lb) into Exceptions;

// Special terms are handled
last as callbacks.

9 if ∃t = modify, t ∈ Tnot(l) and t ∈ Tcan(l
′)

then
10 if S(t) ∩ S(t′) ̸= ∅ then continue;

// Using l and l′ indicate the
process is bidirectional.

11 if ∃t = restrict, t ∈ l then
12 Tt ← t;
13 if Tt(l

′) not meet compliance of Tt(l) then
14 Incompatible

// Using l and l′ indicate the
process is bidirectional.

15 for (taj , t
b
k) ∈All conflicting terms pairs do

16 Sconflict ← S(taj ) ∩ S(tbk);
17 if Sconflict = U then
18 flag ← true, Scondition ← ∅;
19 break;
20 else if Sconflict = ∅ then continue;
21 else
22 Scondition∪ = (S(taj ) ∩ Sconflict);

23 if flag = false then
24 Insert edge (la, lb) in G;

// Unconditional compatible.
25 else if Scondition ̸= ∅ and flag = true then
26 Insert edge ⟨la, lb, Scondition⟩ in G;

// Conditional compatible.

27 for la, lb ∈ Exceptions do
28 tgts← relicense terms tai target from la;
29 for tg ∈ tgts do
30 if ⟨tg, lb, S′⟩ ∈ G or ⟨lb, tg, S′⟩ ∈ G then
31 if S′ ∩ S(tia) ̸= ∅ then
32 Insert edge ⟨la, lb, S′ ∩ S(tia)⟩ in G;

// Handling terms in licenses that
enforce the utilization of
distinct legal features.

33 return G;



a finding of incompatibility.
In addition, special license terms are managed through a

callback-like approach. When a usage scenario triggers special
terms, the tool considers the license authorized under a new
one, thus changing its compatible status. Our inference algo-
rithms delay compatibility determinations for these instances
until all standard cases have been reviewed. If a license la
featuring a relicense clause is either incompatible with lb or
meets specific conditions for compatibility, we assess their
compatibility based on the relationship between the relicense
target of la and lb. The critical factor is the intersection (S′)
between the relicense’s applicable range and lb’s scope. An
intersection that is not empty indicates compatibility, serving
as the criterion for this assessment.

3) Target Sniffer and Compatibility checker: After creat-
ing the license compatibility graph, we identify all potential
compatibility conditions based on the licenses’ terms. We
use parsers and sniffers to analyze usage scenarios, aligning
essential license conditions with their compatible counterparts.
This alignment helps verify if a license combination meets
the required compatibility criteria. For instance, in low-level
programming languages that involve binary distributions, we
deploy sniffers to understand usage patterns. The initial set
of sniffers identifies target files and their licenses in the code
repository. A subsequent set analyzes compiled configurations
to map source code to binary files. Additional sniffers may
be employed to examine dependencies and linkage behaviors.
This gathered data feeds into a compatibility check module,
which then assesses the compatibility of licenses in the given
scenario.

Fig. 4. LiScopeLens: Sniffer aware usage scenario workflow diagram.

We choose C/C++ as an example to explain how LiScope-
Lens works. Since C/C++ does not have practical package-
level management tools and may have binaries with multiple
licenses, it needs effective license analysis tools. The approach
is detailed in the pseudocode 2.

D. Evaluation

1) Compatibility reasoning based on SRLT: The core of
this research is the automation of reasoning processes using
the novel license’s structured data SRLT, aimed at refining the
license compatibility knowledge graph for complex usage con-
texts. This method’s validity was evaluated through a manual

Algorithm 2: Check license compatibility
Input: Project dependency graph Gp, Compatibility

knowledge graph Gc

Output: Processed graph GI

1 Procedure CheckCompatibility(Gp, Gc):
2 Lsub ← ∅;
3 GI ← an empty graph;
4 Gdep ← Extract dependency subgraph from Gp;
5 for vi in reverse topological sort Gdep do
6 Pi ← get parents from vi;
7 Ci ← get children from vi;
8 for [va, vb] ∈ Combination({vi} ∪ Ci) do
9 conda ← Obtain (vi, va) from Gdep;

10 condb ← Obtain (vi, vb) from Gdep;
11 La ← licenses from va;
12 Lb ← licenses from vb;
13 for [la, lb] in Product(La, Lb) do
14 ca∧ = Query compatibility for

(la, lb, conda);
15 cb∧ = Query compatibility for

(lb, la, condb);

16 Insert edge ⟨lb, la, ca ∨ cb⟩ in GI ;

17 Li ← licenses from vi;
18 for vj in Ci do
19 Lj ← the licenses spread to vi;
20 Li ← Li ∨ Lj ;

// Update Li, e.g., copyleft
license or usage scenario
spread to parent nodes

21 return GI ;

examination of 17 licenses employing the SRLT framework,
followed by the application of rule-based reasoning (outlined
in Algorithm 1), with the findings depicted in Fig 5. The
horizontal axis denotes the initial license, while the vertical
axis represents the final license. This setup aims to assess
compatibility between the originating and concluding licenses.
Specifically, red points (value of 2) signal incompatibility,
gray points (value of 1) suggest conditional compatibility
and yellow points (value of 0) denote full compatibility. As
discussed in Section III, license compatibility does not have a
one-size-fits-all answer due to varying underlying assumptions
for different works. SRLT aims to mitigate such issues. The
OSADL license compatibility matrix shows that LGPL-2.1-
only and Apache-2.0 are mutually incompatible. However,
our study finds no conflict under conditions of “dynamic
linking” between LGPL-2.1-only licensed works and Apache-
2.0, illustrating conditional compatible, as seen in the real-
world case of a more permissive link exception [35].

Additionally, this study incorporates findings from tldrlegal
[36], extending our license analysis to 113 licenses. We
applied the SRLT modeling and inference techniques to create



Fig. 5. Heat map of compatibility inference for licenses after manual
processing.

TABLE IV
COMPARISON OF COMPATIBILITY BETWEEN EXISTING WORK

OSADL Openeuler

Compatible-Incompatible 661 538
Incompatible-Compatible 28 16
Condition-Compatible 9 1
Condition-Incompatible 15 14

Total Compared 2105 1126
Inconsistencies 713 571

a larger-scale compatible knowledge graph, comparing our
results with those from OSADL and Openeuler in Table IV.
Our analysis reveals significant differences from traditional
conclusions, especially regarding license compatibility. Unlike
the OSADL, which finds many license combinations incom-
patible, our method deems them unconditionally compatible.

Upon examining these differences, we identified two pri-
mary sources of error. First, despite tldrlegal’s structured in-
formation being generally accurate, it sometimes deviates from
our base data. Second, the discrepancies largely stem from how
our method and traditional approaches define compatibility.
Our method only analyzes license conflicts based on license
terms, removing the confusion between usage scenarios and
term conflicts. It models the effective scope of different terms
through the SRLT to obtain a compatibility knowledge base
with usage scenario requirements in automated inference.

TABLE V
RESULTS FOR INCOMPATIBILITY DETECTION.

Method Projects Incompatibilities FP Time Cost

LiDetector 215 15 15(100.0%) 93.42(s)
LiScopeLens - 10 2(20.0%) 36.49(s)

2) License compatibility testing performance: In this evalu-
ation, we sought to validate that LiScopeLens is a potentially
powerful tool for managing real-world cases’ intricate com-
patibility testing needs. We chose the OpenHarmony 5.0 beta,
an emerging open-source operating system project, to evalu-
ate the detection capabilities of textbfLiScopeLens. We then
compared our tools with the impressive work of LiDetector
[20]. The results are presented in Table V. The difference in
the number of projects is that LiDetector can only perform
license compatibility checks on a project-by-project basis, so
we had to split the OpenHarmony 5.0 beta complete code
into 215 project modules. The tool proposed in this article
processes licenses at the file level, so there is no need for such
a division. LiDetector identified 15 license incompatibility
issues, but upon our manual verification, we discovered that
all 15 were false positives. The tool we proposed in this paper
reported 10 types of conflicts, and through manual simulation,
we found that 2 were false positives. Furthermore, we analyzed
the time costs of the two tools during the compatibility check
process and established that LiScope Lens operates 62.87%
faster than its predecessor. It is worth noting that this practical
cost does not include the process of license scanning, and the
time cost results of LiScopeLens also account for compatibility
inference.

E. Case Study

1) License Compatibility Prior Knowledge: We analyzed
many inconsistent results to identify the sources of these
differences.

• Structural Information Errors: Ambiguities in tldrle-
gal’s structural data contribute to uncertain compatibility
inferences. For instance, the Unlicense is listed with
contradictory permissions regarding liability, attributed to
the automated parsing of terms like “released into the
public domain” [37]. Such discrepancies highlight the
challenges of machine interpretation of license terms.

• Compatibility Definition Inconsistencies: Our compat-
ibility analysis focuses on potential conflicts in license
combinations, diverging from methods that consider in-
tegrating works under different licenses. For example,
although CDDL-1.0 and curl licenses do not directly con-
flict, the former’s greater restrictions dictate the licensing
terms for combined works. This distinction underscores
our belief that issues of outbound licensing should not be
conflated with compatibility concerns, a topic we plan to
explore further.

• Concluding Errors in Other Analyses: Misinterpreta-
tions in other studies, such as the deemed incompatibility
between MPL-2.0 and GPL-2.0 by OSADL, underscore
the importance of our work. Despite claims of incom-
patibility, evidence shows MPL-2.0 licenses can be fully
incompatible [38], highlighting the need for reassessment
in license compatibility analysis.

2) Compatibility Detection: We have analyzed a large num-
ber of cases in license compatibility detection and summarized
some typical problems:



• Complex usage scenarios: The complexity of code usage
scenarios is a significant challenge: LiDetector strives
to categorize licenses into project-level and file-level
types, yet it overlooks extensive projects with numerous
sub-projects. Furthermore, due to their construction or
distribution techniques, these large-scale projects have
induced interactions between previously isolated projects
or components. These disregarded aspects significantly
contribute to the underreporting by license compatibility
detection tools.

• Complex compatibility of terms: As for license compat-
ibility, prior knowledge, its accuracy, and the granularity
of its modeling are crucial determinants of a detection
tool’s capability. For instance, in the case of LiDetector,
all 15 false positives resulted from unforeseen errors in
the compatibility judgment rules for project-level and file-
level licenses.

V. RELATED WORK

A. License Identification

license compliance analysis often begins with the scanning
and identification of licenses. The presence of embedded and
referenced licenses complicates accurate retrieval. Previous
research has significantly contributed to this area, generally
falling into two categories: character-based and semantic-
based methods. Character-based methods, such as the approach
by Jaeger et al. in Fossology, utilize short seed regular expres-
sions and citation databases to identify licenses [19]. Tools
like Scancode [34] and Ninka [17] are notable examples. On
the other hand, semantic-based methods, exemplified by Wang
et al. [14], employ the LDA model and doc2vec for mining
potential topics and analyzing term similarity, respectively, to
identify license terms. Xu et al.’s work [20] advances this
approach by using natural language processing and training
models for finer recognition granularity. While semantic-based
methods show promise in detecting unknown licenses, their
effectiveness is enhanced when combined with character-based
methods, accommodating the complex real-world.

B. License Incompatibility Detection

The rapid growth of the open-source community has in-
creasingly led to the development of proprietary software
based on open-source foundations, highlighting the importance
of open-source compliance. Beyond the methods discussed
previously [20], [28], research has expanded into various
aspects of license incompatibility.

Paschalides et al. [39] utilized a license compatibility graph
and graph algorithms to identify potential incompatibility, but
neglected the subtleties of license condition compatibility.
Hemel et al. [40] introduced a binary code clone detection
technique to uncover software license volations. Makari et
al. [41] analyzed the prevalence and evolution of license
violations within npm and RubyGems dependency networks,
revealing that deep dependencies are less likely to cause
license incompatibilities compared to shallow ones, and that
GPL license issues are the primary source of incompatibility.

Higashi et al. [42] focused on license incompatibilities in
Docker images, employing Tern and Ninka tools to assess
software packages and licenses, finding that 58.9% of Docker
images exhibited license compatibility issues.

While these studies contribute significantly to our under-
standing of license compatibility, they largely omit the impact
of license exceptions and a systematic analysis of clause com-
patibility, which are crucial for a comprehensive understanding
of license compliance in the open-source ecosystem.

VI. CONCLUSION

This paper explores the complexities of open-source li-
censes within the context of sustainable open-source software
and community development. We address challenges posed
by the open-source software supply chain’s intricate usage
scenarios and license exceptions. To this end, we present
a novel compatibility analysis tool to discern various usage
scenarios and manage license exceptions and tailored clauses.
This advancement is grounded in comprehensive empirical
studies on license exceptions, which we have organized and
analyzed alongside real-world examples. By introducing a
Structured Representation of License Terms (SRLT), we clar-
ify ambiguous license scopes and employ automated reasoning
to construct a scenario-based compatibility knowledge graph,
ultimately deriving precise compatibility conclusions.

Our research innovates in the area of license representation,
specifically tackling exceptions. The introduced LiScopeLens
tool is designed to overcome the limitations of existing com-
patibility checkers, which need help to provide accurate results
across different usage contexts. We aim to develop a compre-
hensive license-checking tool that can handle exceptions and
unknown compatibilities. Our plans include:

• Developing a hybrid character and semantic-based de-
tection algorithm to pinpoint specific clauses in license
texts and interpret their effective scopes using the SRLT
method.

• Incorporating additional compliance checks, such as out-
bound licensing considerations, and validating the tool’s
accuracy using a wider range of real-world data samples.
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